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Accessible Reproducible Research

COMPUTER SCIENCE

Jill P. Mesirov 

As use of computation in research grows,

new tools are needed to expand recording, 

reporting, and reproduction of methods

and data.
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cientifi c publications have at least two 

goals: (i) to announce a result and (ii) to 

convince readers that the result is cor-

rect. Mathematics papers are expected to con-

tain a proof complete enough to allow knowl-

edgeable readers to fi ll in any details. Papers 

in experimental science should describe the 

results and provide a clear enough protocol to 

allow successful repetition and extension.

Over the past ~35 years, computational 

science has posed challenges to this tradi-

tional paradigm—from the publication of 

the four-color theorem in mathematics ( 1), 

in which the proof was partially performed 

by a computer program, to results depending 

on computer simulation in chemistry, mate-

rials science, astrophysics, geophysics, and 

climate modeling. In these settings, the sci-

entists are often sophisticated, skilled, and 

innovative programmers who develop large, 

robust software packages.

More recently, scientists who are not them-

selves computational experts are conducting 

data analysis with a wide range of modular 

software tools and packages. Users may often 

combine these tools in unusual or novel ways. 

In biology, scientists are now routinely able 

to acquire and explore data sets far beyond 

the scope of manual analysis, including bil-

lions of DNA bases, millions of genotypes, 

and hundreds of thousands of RNA measure-

ments. Similar issues may arise in other fi elds, 

such as astronomy, seismology, and meteo-

rology. While propelling enormous progress, 

this increasing and sometimes “indirect” use 

of computation poses new challenges for sci-

entifi c publication and replication. Large data 

sets are often analyzed many times, with modi-

fi cations to the methods and parameters, and 

sometimes even updates of the data, until the 

fi nal results are produced. The resulting pub-

lication often gives only scant attention to the 

computational details. Some have suggested 

these papers are “merely the advertisement of 

scholarship whereas the computer programs, 

input data, parameter values, etc. embody the 

scholarship itself ” ( 2). However, the actual 

code or software “mashup” that gave rise to the 

fi nal analysis may be lost or unrecoverable.

For example, colleagues and I published 

a computational method for distinguishing 

between two types of acute leukemia, based on 

large-scale gene expression profi les obtained 

from DNA microarrays ( 3). This paper gen-

erated hundreds of requests from scientists 

interested in replicating and extending the 

results. The method involved a complex pipe-

line of steps, including (i) preprocessing of the 

data, to eliminate likely artifacts; (ii) selection 

of genes to be used in the model; (iii) build-

ing the actual model and setting the appropri-

ate parameters for it from the training data; 

(iv) preprocessing independent test data; and 

fi nally (v) applying the model to test its effi -

cacy. The result was robust and replicable, and 

the original data were available online, but 

there was no standardized form in which to 

make available the various software compo-

nents and the precise details of their use.

Reproducible Research

This experience motivated the creation of a 

way to encapsulate all aspects of our in silico 

analyses ( 3) in a manner that would facilitate 

independent replication by another scientist 

( 4). Computer and computational scientists 

refer to this goal as “reproducible research” 

( 5), a coinage attributed to the geophysicist 

Jon Claerbout in 1990, who imposed the stan-

dard of makefi les for construction of all the 

fi gures and computational results in papers 

published by the Stanford Exploration Proj-

ect ( 6). Since that time, other approaches 

have been proposed ( 7– 14), including the 

ability to insert active scripts within a text 

document ( 15) and the use of a markup lan-

guage that can produce all of the text, fi gures, 

code, algorithms, and settings used for the 

computational research ( 16). Although these 

approaches may accomplish the goal, they 

are not practical for many nonprogramming 

experimental scientists using other groups’ or 

commercial software tools today.

A similar challenge was encountered 

more than 20 years ago when scientists want-

ing to access data from remote computers 

had to write their own retrieval programs. 

The solution was the invention of the World 

Wide Web ( 17), together with the concept of 

“Web browsers” such as MOSAIC ( 18) and 

its successors. The approach was so effective 

that we now take it for granted.

In the same spirit, we need a paradigm that 

makes it simple, even for scientists who do not 

themselves program, to perform and publish 

reproducible computational research. Toward 

this end, we propose a Reproducible Research 

System (RRS), consisting of two components. 

The fi rst element is a Reproducible Research 

Environment (RRE) for doing the computa-

tional work. An RRE provides computational 

tools together with the ability to automatically 

track the provenance of data, analyses, and 

results and to package them (or pointers to per-

sistent versions of them) for redistribution. The 

second element is a Reproducible Research 

Publisher (RRP), which is a document-prepa-

ration system, such as standard word-process-

ing software, that provides an easy link to the 

RRE. The RRS thus makes it easy to perform 

analyses and then to embed them directly into a 
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paper. A reader can readily reproduce the anal-

ysis and, in fact, can extend it within the docu-

ment itself by changing parameters, data, fi l-

ters, and so on.

A simple form of this concept is embedded 

in most word processors: When one “clicks” 

on a spreadsheet embedded in a document, 

an active spreadsheet will “pop up,” which 

allows the reader to fill in new numbers, 

propagate formulas, and create new charts, 

all without leaving the document. This can 

be thought of as a rudimentary RRS, involv-

ing linkage between an RRE (the spreadsheet 

program) and an RRP (the word processor).

GenePattern-Word RRS

In collaboration with researchers at Micro-

soft, my coauthors and I ( 4) conceived and 

created a user-friendly version of an RRS. 

The RRE is the GenePattern computational 

genomics environment ( 19), and the RRP 

is an adaptation of Microsoft Word that can 

link to GenePattern ( 20). Other “quantitative 

programming environments” ( 8) might serve 

as the RRE, and other document preparation 

environments could, with appropriate modifi -

cation, serve as the RRP ( 21).

GenePattern is an environment that allows 

analysis of genomic data sets by (i) creating 

pipelines by “connecting” modules, from a 

large library of over 120 tools; (ii) defi ning 

parameters for analysis; and (iii) specifying 

the data sets to be used. These “analytic work-

fl ows” can be created through a user-friendly, 

graphical user interface without writing any 

computer code; they can then be executed on 

a GenePattern server running on the research-

er’s desktop, a larger departmental machine, 

or a high-performance compute farm. Gene-

Pattern automatically tracks the versions of 

modules and pipelines, captures the history of 

users’ analytic sessions, and can generate the 

corresponding pipelines (including parame-

ters and input data fi les) from user output fi les, 

as well as package them for redistribution. In 

this way, a nonprogramming scientist can cre-

ate fully reproducible in silico research.

The combined GenePattern-Word RRS 

embeds the functionality of GenePattern 

pipelines within a Microsoft Word document 

(fi gs. S1 to S4). By using a menu in the word 

processor, an author can link text, tables, and 

fi gures to previously executed GenePattern 

pipelines comprising the entire analysis and 

data that yielded those results ( 22). Pipelines 

and data can then be stored in their entirety 

within the document or (for space or runtime 

considerations) as a pointer to their location 

on the Web.

Similarly, a reader of the document can 

open a dashboard within the word processor 

to view the GenePattern pipelines. When one 

selects a table or fi gure, the word processor 

displays the pipeline that produced it. Just as 

with opening a spreadsheet, the reader can 

directly connect to a GenePattern server to 

rerun the calculation, change parameters, or 

apply the method to other data. The reader 

can save the exploratory results within the 

document, along with their provenance (for 

replication) and annotated text. The docu-

ment can then be sent to a colleague.

Conclusion

The GenePattern-Word RRS system described 

here is intended as an example. Scientists who 

employ stochastic simulations would benefi t 

from RRSs designed to capture simulations, 

including the initialization parameters. Com-

mercial vendors of software packages used by 

the research community could (and should) 

develop RRS versions of their codes. Criti-

cal to a robust RRS is the automated tracking 

and maintaining of code versions so that, as 

methods evolve, the computations can still be 

repeated. High-performance codes may involve 

special requirements for processing and stor-

age. Equally important may be the hardware 

confi guration, operating system version, com-

piler version, and so on for full provenance 

of a complex piece of software. Although we 

have focused here on new software systems 

as a foundation for reproducible research, it is 

important to note that data integrity and persis-

tence are also critical concerns ( 23).

The centrality of the role of computa-

tion in science—from molecular biology to 

the social sciences ( 24)—calls out for a new 

model for the way we publish our results. Just 

as it is routine to include references in our 

papers, we should also include our complete 

computational methods. Journals can play 

a key role in making this a requirement for 

publication. To facilitate this, we need simple, 

intuitive ways to both capture and embed our 

computational work directly into our papers. 

The value of such tools goes beyond mere 

documentation. They will encourage the next 

generation of scientists to become “active” 

consumers of scientific publications—not 

just looking at the fi gures and tables, but run-

ning computational experiments to probe the 

results as they read the paper. 
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